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# **1 ЦЕЛЬ**

Получить знания и практические навыки по разработке и реализации рекурсивных процессов.

# **2 ЗАДАНИЕ №1**

## **2.1 Формулировка задачи**

Вариант 11, в списке 27.

Разработать и протестировать рекурсивные функции в соответствии с задачами варианта

Требования к выполнению первой задачи варианта:

• приведите итерационный алгоритм решения задачи

• реализуйте алгоритм в виде функции и отладьте его

• определите теоретическую сложность алгоритма

• опишите рекуррентную зависимость в решении задачи

• реализуйте и отладьте рекурсивную функцию решения задачи

• определите глубину рекурсии, изменяя исходные данные

• определите сложность рекурсивного алгоритма, используя метод подстановки и дерево рекурсии

• приведите для одного из значений схему рекурсивных вызовов

• разработайте программу, демонстрирующую выполнение обеих функций и покажите результаты тестирования.

Задание: Вычислить x1(x2+x3)(x4+x5+x6)....(x46+x47+...+x55)

## **2.2 Итерационный алгоритм**

Инициализируем переменную result значением 1. Эта переменная будет содержать результат вычисления всего выражения. Устанавливаем начальное значение переменной x равным 1, так как первый элемент 𝑥1  равен 1.

Проходим по последовательности групп по 9 элементов. Начиная с 𝑖=2 (первая группа), идем до i=46 (последняя группа) с шагом 9. Для каждой группы элементов (𝑥𝑖, 𝑥𝑖 + 1,…, 𝑥𝑖+8) вычисляем сумму элементов группы и сохраняем ее в переменной sum. Умножаем текущее значение result на sum, чтобы обновить результат вычисления. Переходим к следующей группе. Возвращаем итоговый результат.

Алгоритм завершается после прохождения всех групп элементов и корректно вычисляет значение заданного выражения.

Реализация данного алгоритма представленная в функции calculateExpressionIterative(блок кода 1)

| // Итерационная функция для вычисления выражения **long** **long** **calculateExpressionIterative**() {  **long** **long** result = 1; // Инициализация результата  **long** **long** x = 1; // Начальное значение x    **for** (**int** i = 2; i <= 46; i += 9) { // Проходим по группам элементов с шагом 9  **long** **long** sum = 0; // Инициализация суммы группы    // Суммируем элементы в текущей группе  **for** (**int** j = i; j <= i + 8; ++j) {  sum += x + j;  }    result \*= sum; // Обновляем результат, умножая на сумму текущей группы  }    **return** result; // Возвращаем итоговый результат } |
| --- |

Блок схема 1 - Реализация итерационного алгоритма для задачи 1

Проведем отладку данной функции (рис. 1).
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Рисунок 1 - Тестирование алгоритма

Итерационный алгоритм имеет теоретическую сложность O(N).

## **2.3 Рекуррентная зависимость**

f(i) представляет собой результат выражения для подвыражения, начинающегося с элемента xi. Если i превышает 46, мы достигли конца последовательности, и возвращаем 1. В противном случае мы складываем элемент 𝑥𝑖 с результатом выражения для подвыражения, начинающегося с элемента 𝑥i+1. Это означает, что мы решаем задачу рекурсивно, пошагово обрабатывая каждый элемент последовательности.

## **2.4 Рекурсивная функция**

Реализуем рекурсивную функцию для данной задачи (блок кода 2).

| // Рекурсивная функция для вычисления выражения **long** **long** **calculateExpressionRecursive**(**int** i, **long** **long** x) {  **if** (i > 46) {  **return** 1;  }    **long** **long** sum = 0;  **for** (**int** j = i; j <= i + 8; ++j) {  sum += x + j;  }    **return** sum \* calculateExpressionRecursive(i + 9, x); } |
| --- |

Блок кода 2 - Рекурсивная функция для задачи 1

Проведем отладку данной функции(рис. 2).
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Рисунок 2 - Тестирование адаптированной программы

Глубина рекурсии в данном случае определяется количеством вызовов функции до достижения базового случая. В данной функции базовый случай находится в условии if (i > 46), когда переменная i превышает 46.

Так как функция вызывается с аргументом i, начиная с 2 и увеличиваясь на 9 при каждом рекурсивном вызове до достижения 46, мы можем оценить количество рекурсивных вызовов.

Начнем с i = 2:

Первый вызов: i = 2

Второй вызов: i = 11

Третий вызов: i = 20

...

Последний вызов: i = 47

Количество рекурсивных вызовов можно вычислить как количество шагов от 2 до 46 с шагом 9:

44/9+1=5

Таким образом, глубина рекурсии составляет примерно 5 вызовов.

Определим сложность рекурсивной функции.

Метод подстановки:

Предположение: Пусть T(n) - сложность рекурсивной функции для вычисления выражения, где n - количество элементов в последовательности (в нашем случае n=55).

Базовый случай: Если n≤0, то выполнение функции завершается, и сложность составляет O(1).

Рекурсивный случай: При каждом рекурсивном вызове функция делает O(9) операций на суммирование элементов в текущей группе и еще один рекурсивный вызов. Таким образом, сложность рекурсивного случая может быть записана как T(n)=O(9)+T(n−9).

Раскрытие рекурсии: Продолжая раскрывать рекурсию, мы обнаружим, что функция будет вызвана 𝑛/9 раз, прежде чем достигнет базового случая.

Объединение: Общая сложность рекурсивного алгоритма будет составлять сумму операций во всех вызовах, то есть:

T(n)=O(9)+O(9)+⋯+O(9)= n/9 ×O(9)=O(n)

Таким образом, метод подстановки показывает, что сложность рекурсивного алгоритма составляет O(n).

Дерево рекурсии:

Построим дерево рекурсии для вычисления сложности алгоритма.

| T(n)  / \  T(n-9) T(n-9)  / \ / \  T(n-18) ... T(n-18)  / \ / \  T(n-27) ... T(n-27)  / \ / \  . . . . |
| --- |

Как видно из дерева, каждый уровень дает O(9) операций, и количество уровней равно 𝑛/9 . Таким образом, общее количество операций составляет O(n).

Таким образом, как метод подстановки, так и дерево рекурсии показывают, что сложность рекурсивного алгоритма составляет O(n).

## **2.5 Объединение программ**

Объединим программы итерационного алгоритма и рекурсивной функции в блок коде 3 с выполнением обоих алгоритмов. Продемонстрируем результаты работы программы на рисунке 3.

| #include <iostream> **using** **namespace** std;  // Итерационная функция для вычисления выражения **long** **long** **calculateExpressionIterative**() {  **long** **long** result = 1;  **long** **long** x = 1;    **for** (**int** i = 2; i <= 46; i += 9) {  **long** **long** sum = 0;  **for** (**int** j = i; j <= i + 8; ++j) {  sum += x + j;  }  result \*= sum;  }    **return** result; }  // Рекурсивная функция для вычисления выражения **long** **long** **calculateExpressionRecursive**(**int** i, **long** **long** x) {  **if** (i > 46) {  **return** 1;  }    **long** **long** sum = 0;  **for** (**int** j = i; j <= i + 8; ++j) {  sum += x + j;  }    **return** sum \* calculateExpressionRecursive(i + 9, x); }  **int** **main**() {  **long** **long** x = 1;    // Вычисление с использованием итеративного алгоритма  cout << "Результат итерационного вычисления: " << calculateExpressionIterative() << endl;    // Вычисление с использованием рекурсивного алгоритма  cout << "Результат рекурсивного вычисления: " << calculateExpressionRecursive(2, x) << endl;    **return** 0; } |
| --- |

Блок кода 3 - Объединение программ

![](data:image/png;base64,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)

Рисунок 3 - Тестирование программы
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# **3 ЗАДАНИЕ №2**

## **3.1 Формулировка задачи**

Требования к выполнению второй задачи варианта:

• рекурсивную функцию для обработки списковой структуры согласно варианту. Информационная часть узла – простого типа – целого;

• для создания списка может быть разработана простая или рекурсивная функция по желанию (в тех вариантах, где не требуется рекурсивное создание списка);

• определите глубину рекурсии

• определите теоретическую сложность алгоритма

• разработайте программу, демонстрирующую работу функций и покажите результаты тестов.

Задание: Удаление двунаправленного списка

## **3.2 Рекурсивная функция**

Реализуем задачу с помощью рекурсивной функции(блок кода 4).

| #include <iostream> **using** **namespace** std; **struct** **Node** {  **int** data;  Node\* prev;  Node\* next;    Node(**int** value) : data(value), prev(**nullptr**), next(**nullptr**) {} };  // Рекурсивная функция удаления списка **void** **deleteLinkedList**(Node\* head) {  **if** (head == **nullptr**) {  **return**;  }    // Рекурсивно вызываем функцию для удаления оставшихся узлов  deleteLinkedList(head->next);    // Удаляем текущий узел  **delete** head; }  // Функция для добавления нового узла в конец списка **void** **append**(Node\*\* head\_ref, **int** new\_data) {  Node\* new\_node = **new** Node(new\_data);  Node\* last = \*head\_ref;  new\_node->next = **nullptr**;    **if** (\*head\_ref == **nullptr**) {  new\_node->prev = **nullptr**;  \*head\_ref = new\_node;  **return**;  }    **while** (last->next != **nullptr**) {  last = last->next;  }    last->next = new\_node;  new\_node->prev = last; }  // Функция для отображения списка **void** **displayList**(Node\* node) {  **while** (node != **nullptr**) {  cout << node->data << " ";  node = node->next;  }  cout << endl; }  **int** **main**() {  // Создаем двунаправленный список  Node\* head = **nullptr**;  append(&head, 1);  append(&head, 2);  append(&head, 3);  append(&head, 4);  append(&head, 5);    // Выводим исходный список  cout << "Исходный список: ";  displayList(head);    // Удаляем список  deleteLinkedList(head);  head = **nullptr**;    cout << "Список удален" << endl;    **return** 0; } |
| --- |

Блок кода 4 - Программа для задания 2 с рекурсивной функцией

В данной рекурсивной функции глубина рекурсии определяется количеством вызовов функции до достижения базового случая. В функции deleteLinkedList, базовый случай проверяется наличием указателя head, который равен nullptr. Каждый раз, когда функция вызывается рекурсивно, она передает указатель на следующий узел списка. Таким образом, глубина рекурсии определяется количеством узлов в списке.

Теоретическая сложность алгоритма удаления двунаправленного списка с использованием рекурсии зависит от количества узлов в списке. Поскольку каждый узел должен быть удален, сложность будет линейной по числу узлов. Для каждого узла выполняется константное количество операций (освобождение памяти и вызов рекурсивной функции для следующего узла). Поскольку у нас есть n узлов, где n - количество элементов в списке, общая сложность будет O(n). Таким образом, теоретическая сложность алгоритма удаления двунаправленного списка с использованием рекурсии составляет O(n), где n - количество узлов в списке.

Продемонстрируем результаты работы программы на рисунке 4.
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Рисунок 4 - Тестирование программы

# 

# **4 ВЫВОДЫ**

В процессе выполнения данной практической работы были разработаны программы на языке C++, демонстрирующие работу рекурсивных функций.

В задании "Вычислить x1(x2+x3)(x4+x5+x6)....(x46+x47+...+x55)" было предложено вычислить значение выражения x1(x2+x3)(x4+x5+x6)....(x46+x47+...+x55). Этот алгоритм был реализован с использованием рекурсии. Теоретическая сложность этого алгоритма составляет O(n), где n - количество элементов в последовательности.

В задании "Удаление двунаправленного списка" была рассмотрена рекурсивная функция удаления элементов из списка. Рекурсивный подход позволяет эффективно удалить все узлы списка, начиная с головы и перемещаясь к концу. Теоретическая сложность алгоритма удаления составляет O(n), где n - количество узлов в списке.

Оба рекурсивных подхода эффективно решают свои задачи, а их сложность линейно зависит от количества элементов во входных данных.

# 

# **5 ЛИТЕРАТУРА**

1. Бхаргава А. Грокаем алгоритмы. Иллюстрированное пособие для программистов и любопытствующих. – СПб: Питер, 2017. – 288 с.

2. Вирт Н. Алгоритмы + структуры данных = программы. – М.: Мир, 1985. – 406 с.

3. Кнут Д.Э. Искусство программирования, том 3. Сортировка и поиск, 2-е изд. – М.: ООО «И.Д. Вильямс», 2018. – 832 с.

4. Кораблин Ю.П. Структуры и алгоритмы обработки данных: учебно-методическое пособие / Ю.П. Кораблин, В.П. Сыромятников, Л.А. Скворцова. – М.: РТУ МИРЭА, 2020. — 219 с.

5. Кормен Т.Х. и др. Алгоритмы: построение и анализ, 3-е изд. – М.: ООО «И.Д.Вильямс», 2013. – 1328 с.

6. Макконнелл Дж. Основы современных алгоритмов. Активный обучающий метод. 3-е доп. изд., - М.: Техносфера, 2018. – 416 с.

7. Седжвик Р. Фундаментальные алгоритмы на C++. Анализ/Структуры данных/Сортировка/Поиск. – К.: Издательство «Диасофт», 2001. – 688 с.

8. Скиена С. Алгоритмы. Руководство по разработке, - 2-е изд. – СПб: БХВ-Петербург, 2011. – 720 с.

9. Хайнеман Д. и др. Алгоритмы. Справочник с примерами на C, C++, Java и Python, 2-е изд. – СПб: ООО «Альфа-книга», 2017. – 432 с.

10. AlgoList – алгоритмы, методы, исходники [Электронный ресурс]. URL: http://algolist.manual.ru/ (дата обращения 15.03.2022).

11. Алгоритмы – всё об алгоритмах / Хабр [Электронный ресурс]. URL: https://habr.com/ru/hub/algorithms/ (дата обращения 15.03.2022).